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Abstract

Extracting a minimal relevant segment of an extensive domain ontology is an often recurring problem in ontology engineering. We present a software solution to this problem that is the combination of an ontology-independent user interface generator and a module implementing an ontology segmentation algorithm. We describe the algorithm and compare it with other ontology segmentation methods proposed in the literature.
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1 Introduction

The goal of the ImportNET project has been to develop an ‘intelligent modular open source platform for intercultural and cross-domain SME networks’ for the field of mechatronic design. According to the high level architecture, the general knowledge of the field is represented in a comprehensive ontology, the reference ontology in ImportNET terminology. When a new project is started, the relevant knowledge, represented in a so called collaboration ontology, is generated from the reference ontology by a software tool named Ontology Integration Tool (henceforth OIT). The generation process consists of two phases:

1. Domain experts mark the important relevant/irrelevant components of the reference ontology, and make some minor modifications (add individuals, concepts etc.).

2. OIT generates a minimal (as far as the algorithm allows) subontology of the reference ontology that contains those pieces of knowledge that are related to the marked items.
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1This approach was first outlined in [9].
During the development of OIT we have devised a general method for the selection of the relevant subontology — the present paper offers an overview of this approach. Although in the ImportNET platform the generated collaboration ontology has to be transformed into an object oriented data model, we do not discuss this phase here.

2 Problem Analysis

There is a well known taxonomy of ontologies according to their generality: [6] introduced the notions of upper, domain, and application ontologies. We quote the characterisation of upper and domain ontologies from [12]:

An upper ontology [...] is a high-level, domain-independent ontology, providing a framework by which disparate systems may utilise a common knowledge base and from which more domain-specific ontologies may be derived. The concepts expressed in such an ontology are intended to be basic and universal concepts to ensure generality and expressivity for a wide area of domains. (p. 2-2)

There are some well known upper ontologies; we use DOLCE [8]. Upper ontologies are in marked contrast to domain ontologies:

A domain ontology specifies concepts particular to a domain of interest and represents those concepts and their relationships from a domain-specific perspective. While the same concept may exist in multiple domains, the representations may widely vary due to the differing domain contexts and assumptions. [12, p. 2-3]

Finally, an application ontology is used in a software system. It represents a part of the domain knowledge that is relevant to a special task concerning the domain in question, and may be tuned to the requirements of the application.

Note that the above characterisations cannot be regarded as precise definitions, since their meaning depends on what we consider a domain. Moreover, there may exist ontologies that formalise only a small piece of knowledge concerning a domain, but are not connected to any software system — such an ontology would not fit into the above classification.

Clearly, if we have a domain ontology and an application ontology for the same domain, then the application ontology (with certain modifications) is a subontology of the domain ontology. Accordingly, the reference ontology of the ImportNET project can be considered a domain ontology and the collaboration ontology an application ontology.

In more general terms our problem can be formulated in the following way: how to obtain an application ontology from a domain ontology? In order to obtain an application ontology, firstly the intended application itself has to be specified. The simplest way of doing so is to mark some ontology items as relevant or irrelevant to
the application in question. In this case an appropriate application ontology will
be a subontology of the domain ontology that

- contains the items marked relevant, but does not contain those marked irrelevant,
- contains those ontology items and pieces of information that are connected
to the relevant items and are not marked irrelevant.

Of course, an optimal application ontology has to satisfy a further condition: it
has to be minimal among the appropriate application ontologies in the sense that
it cannot have a (proper) subontology which is also appropriate. The proper con-
strual of the notion ‘ontology items and pieces of information that are connected
to the relevant items’ is itself part of the problem. There are two important factors
that must be taken into account by any solution of the problem: the restrictions
contained by the ontology and the criterion of connectedness in the user’s mind.
While the first factor can be calculated automatically, the second has to be specified
by the user. Consequently, the following two problems have to be addressed:

1. The naive user, who does not know the structure of the ontology, has to
   be able to select the relevant concepts and to parametrise the criterion of
   connectedness to be used, via a graphical user interface.

2. The concepts marked relevant and the connected ontology items have to be
   integrated into a quasi-optimal subontology which is an appropriate applica-
tion ontology and a good approximation of an optimal one.

The next two sections present our solutions to these problems.

3 A Graphical User Interface for Naive Users

The need for generating user interfaces for ontologies is not new; see e.g. [2]. Paper
[1] presents an ontology based portal where the interface is generated from a domain
ontology and a small ontology describing GUI elements. Our problem is slightly
different from theirs, because we aim at developing a general tool, which is ontology
independent. In our solution (see Figure 1 on the following page) the specification
of the interface is represented in an XML file called design template. A design
template describes for every screen (state) of the user interface

- the GUI objects shown by it,
- how the data presented by the GUI objects can be obtained from the ontology,
- how to edit the ontology according to the user’s activity,
- how to change the screens (states).
The software module *Ontologiser* parses the design template, interprets it, and controls the operation of the whole program. The ontology, which is formulated in the OWL-DL ontology language, is stored in the memory of the Protégé editor [18] and accessed via Protégé’s APIs. The user interface is totally thin: it only shows data received from the Ontologiser and receives data from the user, which is in turn transferred to the Ontologiser module.

A more detailed explanation of the structure of design templates and the operation of the Ontologiser module can be found in [17].

## 4 Integration Algorithm

A concept can be connected to a relevant concept in one or more of the following ways:

1. **Via a relevant ontology relation.** We discuss this type of connection, which we term ‘relational connection’, in the next subsection.

2. **By being a subconcept of the relevant concept and not marked irrelevant.** It can be assumed that if a subconcept of a relevant concept is irrelevant, then this fact is explicitly indicated by the user — in absence of such an indication, there is no reason to suppose that a subconcept can be left out from the collaboration ontology.

3. **By being a superconcept of the relevant concept and not marked irrelevant.** In contrast to the previous two connection types, superconcepts of a relevant concept are, in many cases, not specifically relevant to the collaboration. Nevertheless, they have to be included into the collaboration ontology in order to ensure that it forms a proper ontology with an appropriate upper ontology layer.

Starting from the concepts marked relevant by the user, the integration algorithm first has to find all concepts of the reference ontology that are relevant to the
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collaboration by being connected to a relevant concept (either via a relational connection or the subconcept relationship). Secondly, the relevant fragment of the reference ontology has to be extended into a self-contained ontology by including the superconcepts of the relevant concepts.

4.1 Generating the Hull of a Concept

One of the key tasks of the sketched integration process is to find those concepts that are connected to a single relevant concept through relational connections. An ontology fragment containing just these concepts and the relevant concept in question is called the hull of the concept [9]. Before describing the integration algorithm, first we examine and make more precise the notions ‘relational connection’ and ‘hull’.

4.1.1 Logical Analysis

There is a relational connection between two concepts \( A \) and \( B \) via relation \( R \) if and only if

(i) there may exist two individuals that are instances of \( A \) and \( B \) respectively and relation \( R \) holds between them, formally \( \Diamond \exists x \exists y (A(x) \land B(y) \land R(x, y)) \); and

(ii) the ordered pair \( \langle A, B \rangle \) is minimal among those pairs of concepts that satisfy condition (i), that is, there are no concepts \( A' \) and \( B' \) such that \( A' \) is a subconcept of \( A \), \( B' \) is a subconcept of \( B \), \( A' \neq A \) or \( B' \neq B \), and \( \Diamond \exists x \exists y (A'(x) \land B'(y) \land R(x, y)) \).

The modality invoked in the definition is that of conceptual possibility or conceivability (from the user’s point of view) — two ontology concepts are connected via a relation \( R \) if the user deems it conceptually possible that they have instances standing in relation \( R \), and they also satisfy the minimality condition given by (ii).

The hull of a selected concept \( C \) is generated by forming the closure of the set \( \{C\} \) under relational connections. The following is a simple illustration of the evolution of a concept’s hull (see also Figure 2 on the next page):

Let \( A \) be a selected concept, let there be relational connections between \( A \) and \( B_1, \ldots, B_n \) via relations \( R_1, \ldots, R_n \), respectively; and similarly relational connections between \( E_1, \ldots, E_m \) and \( A \) via \( Q_1, \ldots, Q_m \). At the first step concepts \( B_1, \ldots, B_n \) and \( E_1, \ldots, E_m \) make up the hull of \( A \). The generation of the hull is iterative: in the same manner new concepts have to be added to \( B_1, \ldots, B_n, E_1, \ldots, E_m \) and so on. Note that the inverses of the relations also have to be considered when relational connections are searched for. Clearly, relations \( R_1, \ldots, R_n \) and \( Q_1, \ldots, Q_m \) also belong to the hull.

Unfortunately, description logic does not allow expressing the notion of relational connection in the form we have defined above, and therefore we cannot determine precisely whether there is a relational connection between two concepts
of an ontology that is formulated in a description logic language. Assuming that the class of concepts is closed under intersection, we can formulate a simple necessary condition: there may be a relational connection between two concepts $A$ and $B$ via relation $R$ only if $A$ is a subconcept of the domain of $R$, and $B$ is a subconcept of the range of $R$. This condition is too permissive, since there may well be several subconcepts of the domain and range of a relation without a relational connection between them. This kind of situation often occurs when a relation is defined at a very high level. For instance, the \texttt{part}\_\texttt{of} relation\(^2\) often has the root concept of the ontology as its domain and range — e.g. in the DOLCE top ontology the domain and the range of \texttt{part}\_\texttt{of} is the most general concept \texttt{PART}\_\texttt{icular}. Nonetheless, certain restrictions provide clues that can help deciding whether there is a relational connection between two concepts.

Restrictions\(^3\) on a concept $A$ that \textit{imply} the existence of some relational connections via $R$:

<table>
<thead>
<tr>
<th>Restriction</th>
<th>Condition</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>\texttt{someValuesFrom}</td>
<td>$\exists R.C$</td>
<td>There must be a relational connection between $A$ and $C$ via $R$.(^4)</td>
</tr>
<tr>
<td>\texttt{minCardinality}</td>
<td>$\geq nR$</td>
<td>There must be a relational connection between $A$ and one of the subconcepts of $R$’s range via $R$.</td>
</tr>
<tr>
<td>\texttt{hasValue}</td>
<td>$R : i$</td>
<td>There must be a relational connection between $A$ and the minimal concept(s) containing $i$ via $R$.</td>
</tr>
</tbody>
</table>

Restrictions on a concept $A$ that \textit{exclude} the existence of some relational connections via $R$:

<table>
<thead>
<tr>
<th>Restriction</th>
<th>Condition</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>\texttt{allValuesFrom}</td>
<td>$\forall R.C$</td>
<td>$C$ is the only subconcept of the range of $R$ such that there is a relational connection between $A$ and it via $R$.(^5)</td>
</tr>
<tr>
<td>$\forall R. \perp$</td>
<td>$A$ has no relational connections via $R$.</td>
<td></td>
</tr>
</tbody>
</table>

\(^2\)\texttt{part}\_\texttt{of}(a, b) means that $a$ is part of $b$.

\(^3\)We consider only restrictions used in OWL.

\(^4\)The implication holds only if the ontology is well axiomatised in the sense that $C$ does not have a proper subconcept $C'$ for which $\exists R.C'$ is true.

\(^5\)Analogously to the case of minCardinality, the implication holds only if the ontology is reasonably axiomatised insofar as $C$ does not have a proper subconcept $C'$ for which $\forall R.C'$ is true (see previous footnote).
Relying on these conditions, we can define the maximal and minimal hull of a concept, which provide an ‘upper bound’ and a ‘lower bound’ of the concept’s hull in the sense that the hull of a concept contains its minimal hull and is contained by its maximal hull. The maximal hull of a concept $C$ is computed by forming the closure of $\{C\}$ under the relation which holds between two concepts $A$ and $B$ iff there is a relation $R$ such that $A$ is a subconcept of $R$’s domain and $B$ is a subconcept of $R$’s range, while the minimal hull is calculated by forming the closure of $\{C\}$ under the relation which holds between $A$ and $B$ iff there is an $R$ for which the ontology contains a restriction on $A$ that implies that $A$ and $B$ is connected via $R$.

### 4.1.2 Heuristic Rules

Although both the minimal and maximal hull of a concept can be precisely determined in the case of a description logic based ontology, in practice we look for an ontology fragment which is in between the minimal and maximal hulls, as the maximal hull is frequently too large — sometimes including the whole reference ontology — while the minimal hull may leave out relevant concepts whose relevance is not declared explicitly by restrictions. To find an appropriate fragment, the knowledge of the ontology engineer or user has to be relied upon — knowledge which is often not expressible in the ontology language, but nevertheless can be utilised for checking the extension of hulls in the form of heuristic rules.

We have considered two types of such knowledge:

- the meaning of a relation makes it superfluous to consider its domain or range — this makes it possible to use relation filtering in OIT;
- the user may provide some information in the selection phase that may control the selection of relational connections.

The first case can be clarified using the example of the `part_of` relation. Knowledge concerning the parts of an object may surely be relevant if the object in question is relevant. Consequently, if the selected concept is included in the range of the `part_of` relation, then its domain has to be included into its hull. However, even if something is relevant for a collaboration, it cannot be said that everything that contains it as a part is also relevant. Accordingly, if the concept is in the domain of the `part_of` relation, the range may be irrelevant, and it may not get into the hull. Since the `part_of` relation is transitive, this means that only a segment of a chain of concepts is added to the hull, as Figure 3 shows.

---

**Figure 3:** An example of directed relations
There can be other relations whose domain or range may be irrelevant — we will call relations belonging to this class **directed relations**. They have to be collected from the actual reference ontology, and it has to be decided in which direction they are irrelevant. In our implementation this information is described in a parameter file.

We have introduced two ways of manual control, both provided in the selection (customisation) phase: global and local manual control. In both cases some relations are marked as irrelevant for the hull generation process.

**Global manual control** influences the hull generation in a completely general manner: the user may select some relations that are not to be considered in the generation of the hull at all.

In the case of **local manual control** the user may mark certain relational connections of some concepts as irrelevant, and these connections are not considered when generating the hull. The user interface outlined in the previous section helps the user to select these relational connections.

In general, global and local manual control can help to generate a quasi-optimal hull. However, certain relations require special ways of handling. We have used the quality/quale structure of the DOLCE upper ontology [8] to model the properties of concepts. In this case subrelations of the relation *has-quality* have to be considered only if the necessary conditions of relational connections hold. At the same time, when a quality concept is included, the corresponding quale concept has to be included as well.

### 4.2 The Algorithm

The collaboration ontology is generated in a complicated system of iterations. During this process we do not build a new ontology, but mark the concepts and relations to be included in the collaboration ontology with labels. The collaboration ontology as a new ontology is generated only when the user indicates that the process has been finished. This solution allows saving the labelled reference ontology, and using it again as a starting point when a new project is built upon the previous one.

Concepts can enter the collaboration ontology in a number of different ways:

- the user selects them,
- they are in the hull of an included concept,
- they are subconcepts of an included concept,
- they are superconcepts of an included concept.

In the last three cases the concepts are included by the integration module of the program. Although these cases are handled by three different procedures, they have to be organised into an iterative process, since the subconcepts of the concepts generated as elements of a hull also have to be generated, and the hulls of subconcepts have to be included as well. As we have already noted, the hulls of superconcepts
do not have to be generated; the superconcepts are needed only to form a complete ontology from the generated concepts. In order to control the iteration, the included concepts are collected into a list (called CONCEPT_TO_BE_PROCESSED), and it is marked whether the ‘generation of hull’ and ‘generation of subconcepts’ steps of the algorithm (see below) have already been executed on them.

The process of generating the collaboration ontology consists of the following steps:

0 The process is prepared by collecting the highest selected concepts into the list CONCEPT_TO_BE_PROCESSED.

1 The superconcepts of concepts in the list CONCEPT_TO_BE_PROCESSED are generated.

2 A cycle is started and runs as long as there are unprocessed concepts in CONCEPT_TO_BE_PROCESSED as follows:

   2.1 The hulls of those concepts in CONCEPT_TO_BE_PROCESSED that have not yet been processed by the procedure GENERATION_OF_HULLS are generated. In parallel with the labelling of ontology items, the generated concepts are added to the list CONCEPT_TO_BE_PROCESSED. The processed concepts are marked as ‘processed by the procedure GENERATION_OF_HULLS.’

   2.2 The subconcepts of those concepts in the list CONCEPT_TO_BE_PROCESSED that have not yet been processed by the procedure GENERATION_OF_SUBCONCEPTS are generated. In parallel with the labelling of ontology items, the generated concepts are added to the list CONCEPT_TO_BE_PROCESSED. The processed concepts are marked as ‘processed by the procedure GENERATION_OF_SUBCONCEPTS.’

   2.3 If there are no further unprocessed concepts in the list CONCEPT_TO_BE_PROCESSED then the cycle is finished.

3 The instances of concepts in the list CONCEPT_TO_BE_PROCESSED are generated (GENERATION_OF_INSTANCES).

4 The highest concepts in the newly labelled ontology are generated and marked as processed.

5 The superconcepts of the highest concepts in the list CONCEPT_TO_BE_PROCESSED are generated by the procedure GENERATION_OF_SUPERCONCEPTS.

Note that only the highest selected concepts are considered in the starting step, since the subconcepts of every selected concept are generated automatically.

The main danger of automatic generation is that some very high level concepts get into the collaboration ontology, and the further iteration steps include almost the whole ontology. Step 1 is placed before the iteration in order to avoid this
problem. Nonetheless, the effectiveness of the algorithm is highly dependent on the structure of the source ontology — only a suitably axiomatised and coherent ontology can be processed with good result.

5 A Walk-Through Example

In this section we illustrate the operation of OIT with a simple example, in which the user selects only one electronic component. The purpose of the example is to show the relationship between components and their functions, to illustrate the ‘undesired side effects’ the integration algorithm might have, and to indicate how the resulting segment can be improved upon by changing some of the input parameters.

Let us suppose that the user selects the ontology concept microcontroller as relevant (this makes it likely that she considers the siblings of microcontroller to be irrelevant, since otherwise she would have selected some of the siblings as well). Figure 4 on the next page shows a part of the segmentation’s result, that is, the components that are included into the resulting segment.

As can be seen, the subconcepts and superconcepts of the selected concept are included; however, the inclusion of the concept connector may seem at first sight puzzling. For an explanation let us consider a small fragment of the reference ontology (Figure 5 on page 602). In the first step of making the hull concepts control, detect, and channel are included. Note that the ‘forAll’ restriction restricts the concepts included from the range of relation typically-has-function. However, in the second phase, when the hull of concept channel is generated, the concept connector is included because of the relation typically-function-of.

Note that if the inverse of the relation typically-has-function was unnamed, connector would still be included, since the generation of the hull considers the inverses of relations as well (see Figure 2 on page 596). If the user looks at the result and decides that connector is irrelevant and should not be included, then she may unselect it, and initiate another execution of the segmentation algorithm. In this new session the inclusion of concept connector and its subconcepts will be prevented.

6 Related Work

The problem of ontology segmentation and modularisation had received relatively little attention until the last few years, when comprehensive studies of ontology segmentation and modularisation were conducted within important semantic web projects such as WonderWeb [15] and Knowledge Web [13], and a number of different approaches to automatic and semi-automatic ontology segmentation have emerged in the literature.

The proposed solutions can be classified into three broad categories. There are graph-theoretic approaches (e.g. [16, 4]), which transform the input ontology into a directed graph and utilise general network-theoretic algorithms to find minimal
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subgraphs that contain the input items and meet certain abstract conditions of connectedness; model-theoretic proposals, which construe the criterion of relevance in terms of semantic consequence (e.g. [5, 7]), and, finally, heuristic solutions seeking to find the relevant subontology on the basis of certain special relationships between concepts (e.g. different types of relational connections, role in a quality-quaile structure, mereological relationships etc.) that are treated individually, according to their semantics (e.g. [11, 3]). Our approach belongs to the third category.

A comparison of different ontology segmentation methods has to keep in view the purpose of the segmentation to be performed. In our case the generated ontology fragment has to serve as the knowledge base of a software system — accordingly, both the criteria of relevance and the requirements towards the generated ontol-
ogy differ from those arising in the case of other applications, e.g. in an ontology search system. Firstly, there are determinate — although often not explicit — requirements and criteria of correctness. It follows that abstract, e.g. graph-theoretic methods cannot be applied without extensive modifications and ‘customization’, because the segmentation process has to take into account the semantics of relations e.g. that of has-quality or has-quale. Moreover, the input ontology cannot be treated simply as a directed graph since inverse relations have to be considered even if they are anonymous. Our case is also complicated by the fact that the task is not simple concept hull generation, because the input contains several concepts.

We compare our approach with the heuristic segmentation solution of [11], which is the most similar to our proposal. The method described by [11] generates the required ontology segment by computing the closure of the selected concepts under relational connections and the subconcept/superconcept relationship, and tries to limit the size of the resulting segment both by filtering out certain relational connections on semantic grounds, and by limiting the distance of the included concepts from the initially selected ones.

In our case the fulfilment of the relevance criteria is ensured by the cooperation of automatic processes and the iterated manual intervention of the user. The important role played by the users’ interaction with the system is due to the fact that in the ImportNET use case there is no fault tolerance: the resulting collaboration ontology has to contain each and every relevant ontology item, since it has to be transformed into an object oriented data model. As a consequence, the distance-based pruning method described in [11] has been unusable in ImportNET, in spite of the fact that it occurs in early descriptions of the platform (e.g. in [9]).

Another important difference lies in the special role of superconcepts. While

---

6Closure under the subconcept relation is partial, because only the initially selected concepts’ subconcepts are included into the segment.
the elements of the hull and the subconcepts participate in the later iterations in
the sense that further subconcepts and hulls have to be generated from them, the
same does not apply to superconcepts. This feature of the algorithm solves the
problem which motivated the introduction of distance limits in [11]. Our approach
generates the hull of a concept on the basis of the notion of relational connection.
In contrast, [11] treats restrictions as superconcepts, which are independent from
the 'property filtering' function of the system i.e. from the domains and ranges of
relations.

Finally, in our approach the user has an important role to play in the generation
of concept hulls, therefore she can specify the relevance of individual relational
connections depending on the concrete task at hand.

7 Conclusion and Perspectives

This paper has presented an ontology segmentation tool. The objective is to select a
subontology of a domain ontology that is relevant to a given problem. The criterion
of relevance is supplied by the end users by selecting relevant/irrelevant ontology
elements (mainly concepts, but relations and relational connections can also be
selected). The process of segmentation consists of a high level iteration: selection
of relevant items by the users and automatic segmentation follow each other.

The end users’ interaction with the system raises an important problem: the
ontology has to be handled by naive users, who do not know anything about ont-
ologies. Accordingly, a separate module of the system bridges the gap between
ontology structure and the end users’ business logic. The module is based on
a general method for providing ontology editing tools for naive users, where the
specification of the user interface is given in an XML file.

The ontology segmentation process consists of three activities: generating the
hull of a concept, generating subconcepts, and generating superconcepts. The steps
of generating the hulls and subconcepts of concepts are organised into an iteration.
Superconcepts are included into the generated segment only to make it a coherent
ontology; neither their hulls, nor their subclasses are generated.

The most important differences between our approach to the problem of ontol-
ogy segmentation and other proposed solutions are due to the fact that in our use
case the generated ontology segment has to be transformed into an object oriented
data model, and, consequently, we have no fault tolerance. This is why the users
have an exceptionally important role in the segmentation process.

The tool presented in the paper is in a prototype version, and has been used
with a good result in the ImportNET project. However, further experiments are
needed with different kinds of ontologies to develop it into a generally usable tool.

OIT consists of two well separated parts: a module making it possible for naive
users to edit ontologies in a restricted way, and the segmentation module. These
parts can be used in different scenarios and for different goals. At the end of
the ImportNET project a new scenario has been outlined (see [10]), which connects
functional design [14] with the generation of a collaboration ontology. This may help
the development of an up-to-date design technology in mechatronic engineering.
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