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Abstract

Recent developments in information technology have brought about important changes in
distributed computing. New environments have emerged such as massively large-scale wide area
computer networks and mobile ad hoc networks. These new environments are extremely dynamic,
unreliable and often large-scale. Traditional approaches to designing distributed applications
based on central control, small scale or strict reliability assumptions are not suitable for exploiting
the enormous potential of these environments. Based on the observation that living organisms
efficiently organize a large number of unreliable and dynamically changing components (cells,
molecules, individuals of a population, etc) it has long been an interesting area of research to try
to figure out what are the key ideas that make biological systems work and to apply these ideas in
distributed systems engineering. In this paper we propose a conceptual framework that captures
a few basic biological processes such as plain diffusion, reaction-diffusion, proliferation, etc. We
show through examples how to implement practically relevant functions based on these ideas.
Using a common evaluation methodology, we show that these applications have state-of-the-art
effectivity and performance while they inherit some nice properties of biological systems, such as
adaptivity and robustness to failure.

1 Introduction

Recent developments in information technology have brought about important changes in distributed

computing. New environments have emerged such as massively large-scale wide area computer net-

works and mobile ad hoc networks. These environments represent an enormous potential for future

applications: they open up the possibility to implement communication, storage and computational

services in a bottom-up fashion, at a very low cost.

However, these new environments are extremely dynamic, unreliable and often large-scale. Tra-

ditional approaches to distributed system design that assume that the system is composed of reliable

components, or that the system is of relatively small scale are not applicable in such environments.

Approaches based on central and explicit control over the system as a whole are not feasible either for

the same reasons. In addition, central control also introduces a single point of failure which should be

avoided whenever possible. It is therefore important to explore approaches that avoid these drawbacks.

Seeking inspiration from the study of biological processes and organisms is a possible way of

coping with this problem. It is well-known that living organisms efficiently organize a large number

of unreliable and dynamically changing components (cells, molecules, individuals of a population,
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etc) into structures that implement a wide diversity of functions. Besides, most of the biological

structures (organisms) have a number of “nice properties” which include robustness to the failure of

individual components, adaptivity to changing conditions, and the lack of reliance on explicit central

coordination. Consequently, borrowing ideas from nature has long been a fruitful research theme in a

large number of different fields of computer science. Furthermore, having been a niche topic for a long

time, biological inspiration is recently beginning to make its way into the mainstream of distributed

computing [44, 52].

In this paper we propose a conceptual framework that is based on design patterns, not unlike those

of object oriented design [25]. We identify design patterns common to a number of biological systems,

including plain diffusion, reaction-diffusion, proliferation, stigmergy, etc. The patterns represent a

middle layer between biological systems and computer systems. The basic idea is to formulate them

as local communication strategies over arbitrary (but sparse) communication topologies. We show

through examples how to implement practically relevant functions based on these ideas. Using a

common evaluation methodology, we show that these applications have state-of-the-art effectivity

and performance while they inherit some nice properties of biological systems, such as adaptivity and

robustness to failure.

The outline of the paper is as follows. In Section 2 we describe the conceptual framework and the

design patterns used in the rest of the paper. Sections 3 to 5 describe three examples of distributed

services in this framework: data aggregation and search in overlay networks and routing in ad hoc

networks. Section 6 discusses related work and Section 7 concludes the paper.

2 Conceptual Framework

The dynamic distributed environments mentioned in the Introduction, in particular, overlay networks

and ad-hoc networks, share a number of important characteristics. This section is devoted to identify-

ing these characteristics and modeling these environments in a common framework that will allow us

to apply the same abstract ideas interchangeably in any environment that matches these specifications.

After introducing a system model that covers both environments, we introduce a set of primitive build-

ing blocks inspired by biological systems. These building blocks operate over the abstraction layer

represented by the system model. The applications described in this paper are constructed around one

or more of these building blocks.

2.1 System Model

The basic components of our system model are nodes. The nodes are typically computing devices

that can maintain some state, or perform computations. A node has a set of neighbors. A node is

able to send messages to its neighbors only. That is, the set of neighbors of node i is the subset of

nodes which i can send messages to. We will often call the set of neighbors the view of the node.

The message passing mechanism is asynchronous, that is, delivery is not guaranteed in a fixed time

window. Nodes can fail, and can leave or join the system any time. Messages can be lost. The size

of the view, that is, the number of neighbors is typically much less than the number of nodes in the

system.

In this framework, we can identify the topology of the network as a crucial aspect. The topology

is given by the graph defined by the neighborhood relation defined above. That is, each node has a

view, which contains other nodes. If node j is in the view of node i, we say there is a directed edge

(i, j) in the topology. Different properties of the topology crucially define the performance of most

message passing protocols. For example, the minimal number of steps to reach a node from another

node, or the probability that the network gets partitioned as a result of the failure of one or more nodes

can be expressed in graph theoretical terms. Recent advances in the field of complex networks further
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underline the importance of network topology [2]. Accordingly, throughout the paper we shall pay

special attention to topology, both in terms of design and evaluation.

To summarize, the framework involves three concepts: nodes, neighbors and messages, with the

properties defined above. When instantiating this framework, we need to map these concepts onto the

components of the system in question.

2.2 Example Networks

Having introduced the basic abstract concepts, let us explain how this system model can be applied to

overlay networks and mobile ad-hoc networks, the environments discussed in this paper.

2.2.1 Overlay Networks

In overlay networks, the nodes are connected by a physical network and we also assume the existence

of a routing service. In other words, any node can send a message to any other node, provided that

the target network address is known. That is, a node can actually send a message only if it knows the

address of the target node. This means that the view of a node does not and cannot contain the entire

network. The reason is that—under the assumption of a dynamic environment and a large number of

nodes—it is not feasible to keep track of the entire network in real time. In overlay networks there are

typically millions of nodes, and keeping an up-to-date list of the nodes that are online is not realistic.

Therefore the topology will not be the complete graph, but a graph in which nodes have a limited

degree, that is, they have a limited number of neighbors.

Another characteristic of overlay networks is that the topology can be chosen almost arbitrarily.

The underlying routing service ensures that in principle any pairs of nodes can be connected, so there

is a large degree of freedom for defining the actual topology. This makes topology construction and

maintenance a crucial function in overlay networks.

2.2.2 Mobile Ad Hoc Networks

In mobile ad hoc networks (MANETs) [57] a set of wireless mobile devices self-organize into a

network without relying on a fixed infrastructure or central control. All nodes are equal, they can join

and leave the network at any time, and can serve to route data for each other in a multi-hop fashion.

In MANETs neighborhood relations in the system model depend on the wireless connections

between nodes. The set of nodes a given node can access is therefore defined by its transmission

range and the physical proximity between the nodes. As opposed to overlay networks, we cannot

take a routing service for granted, and the only means of communication in our model is therefore

explicit point-to-point radio transmission. Most notably, like in overlay networks, the topology is

also restricted. One one hand, this is due to the limited power of the nodes, which means they are

typically not able to cover the entire span of the network. Besides, apart from the power constraints,

the problem of interference also restricts the transmission range. Nodes can transmit only when the

frequency is free. If the range is too large, there are too many overlapping transmissions which render

the network unusable. The difference from overlay networks is that topology is given by the physical

location of the nodes. By changing the transmission power (and therefore the range) of the nodes, it

is possible to tune the topology, but in a much more limited sense.

2.3 Primitive Functions: Design Patterns

In the following we describe a number of biological processes, cast in the system model defined

above. They all share the assumptions of the model: they are defined over systems that are large scale,

dynamic, unreliable, and can be described as a message passing process of a set of nodes organized

in a restricted communication topology. We will demonstrate in the remaining part of the paper
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that these processes can provide us with a useful set of building blocks to solve practically relevant

problems.

2.3.1 Plain Diffusion

Diffusion is a simple yet ubiquitous process that can be observed in a wide range of biological and

physical systems [51]. Diffusion involves equalizing the concentration of some material or some

abstract quantity, like heat or electric potential. Instead of a rigorous mathematical approach, here we

define diffusion to include processes that rely on the passive equalization of concentrations.

node Nodes are idealized parts of space. The function these “nodes” perform is that they

receive the diffusive material from neighboring nodes, and (according to a diffusion

coefficient) emit a part of their material to their neighbors. Plain diffusion is weight

conserving, which means material is not created nor does it disappear. Nodes have

state in that they remember the amount of material they hold, modeled by a non-

negative real number.

neighbor The neighborhood relation is defined by the topology of the space in which diffusion

takes place. In biological systems it is often modeled by a 2- or 3-dimensional regular

grid.

message The message is the actual material that is sent to the neighbor. It is typically modeled

by a non-negative real number.

2.3.2 Replication

Replication-based processes are commonplace in nature. Examples include growth processes, signal

propagation is certain neural networks [3], epidemic spreading [4], or proliferation processes in the

immune system [34]. From now on, we will use the epidemics metaphor: this is the closest analogy

with the applications we discuss.

node In the epidemics metaphor, nodes are for example potential hosts of a virus. The

nodes have a state, which we define as the virus itself, if the node is infected or

“not-infected” otherwise. Other definitions are of course possible.

neighbor The neighborhood relation can be defined by physical proximity, sexual contact or

social relationships.

message The message is the virus. Typically it is transmitted unchanged. It can also mutate in

the host and get transmitted in its mutated form.

2.3.3 Chemotaxis

When cells or other organisms direct their movements according to the concentration gradients of

some chemicals in the environment, we talk about chemotaxis. Chemotaxis is not a strictly “primitive”

function, as it is defined on top of a diffusion process of the chemical in question. Chemotaxis is

responsible for a number of processes that include certain phases of the development of multicellular

organisms and pattern formation. Note that the time scale of diffusion and chemotaxis is usually

different.

4



node Nodes are idealized parts of space. Diffusion takes place as in plain diffusion, but

apart from that, a node can host one or more cells as well. The node “sends” the cells

in the direction of the gradient of the diffusive material (looking at concentrations at

neighboring nodes).

neighbor The neighborhood relation is defined by the topology of the space in which diffusion

takes place.

message The message can include the diffusive material, and one or more cells as well.

2.3.4 Reaction-Diffusion

Reaction-diffusion is a generalization of diffusion, involving the simultaneous diffusion of one or

more materials and allowing for addition or removal of these materials, potentially as a function of the

actual concentration of each material. The name “reaction” refers to this potential interaction between

the materials present in the system. Reaction-diffusion models have been applied successfully to

explain a wide range of phenomena such as pattern formation and developmental processes [51].

node Nodes are idealized parts of space. The function they perform is that they receive

the diffusive materials from neighboring nodes, and update the local concentration

of each material, potentially generating new material or removing some of it. The

system is therefore not weight conserving. Nodes have state in that they remember

the amount of material they hold, modeled by a non-negative real number.

neighbor Like with plain diffusion, the neighborhood relation is defined by the topology of the

space in which diffusion takes place.

message The message is the actual material that is sent to the neighbor.

2.3.5 Stigmergy and Learning by Reinforcements

Stigmergy is a form of distributed control based on indirect communication among agents. Each agent

reacts to the actual state of the environment, and locally modifies this state. If this interaction between

the agents and the environment is properly “designed”, it leads to global coordination of the agent

actions [61]. The local variables of the environment whose values determine the response of the

agent, are called stigmergic variables. More specifically, they represent the local parameters of the

agent decision policy. The repeated updating of these parameters in the direction of locally reinforcing

the decisions which led to globally good behaviors gives raise to a distributed reinforcement learning

process (e.g., [60]). Stigmergic processes can account for a variety of distributed self-organizing

behaviors, across diverse social systems, from insects (e.g., nest building, labor division, path finding)

to humans [8, 24]. Learning by reinforcements is at very basis of the ontogenetic development of

living beings (e.g., [11]).

node Nodes are idealized parts of space. A node has stigmergic variables (e.g., pheromone

level). These variables are read and written by agents, and can also be modified as a

function of time (e.g., evaporation of pheromone).

neighbor The neighborhood relation between nodes is defined by the physical possibility of

agents (e.g., insects) to move between the locations corresponding to the nodes.

message The messages are the agents themselves which are passed between the nodes of the

environment. The behavior of the agents is defined by local decisions based on the

stigmergic variables, while these variables are in turn updated according to the re-

ceived and passed agents.
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2.4 Evaluation Methodology

An important motivation for the study of bio-inspired methods is something that we call the “nice

properties” of living systems. That is, we observe that living systems are self-repairing, self-organizing,

adaptive, intelligent, etc. We can in fact encapsulate most of what we mean by nice properties in a

single word: insensitivity. Let us now clarify what we mean by that. First, engineered systems are

evaluated according to human norms, according to what is good and what is not. If we quantify such

evaluation, in a general way, we would call the result a “figure of merit” or FOM. The measured value

of a FOM is of course dependent on many things, which we loosely break down into two categories:

the system (protocol, algorithm) being evaluated, and the “environment”, which may be described

quantitatively in terms of environmental variables EV. Obvious examples of the latter include the

given topology, the load or stress, fluctuations, etc.

An insensitive system will then show little variation in the set of FOMs describing its performance,

as the environment is varied. This may be expressed quantitatively as ((∆FOM)/(∆EV ))−1. That

is, (∆FOM)/(∆EV ) expresses sensitivity; and we take insensitivity to be its inverse. Thus our

generic definition of insensitivity has the dimensions of an inverse derivative or finite difference.

Now we comment on a few, more familiar, words that are viewed by many as nice properties.

First we mention scalability. Here we interpret the environmental variable EV to be the system size

(as measured by some parameter such as number of nodes N ). Note that in general it is not realistic to

require that a FOM is totally insensitive to system size (although in Section 3 we will see an example).

Next we address the term robustness. We also view robustness as a type of insensitivity. Here the EV

is a quantitative measure of damage to the system whose performance is being evaluated. Finally we

define adaptivity as insensitivity for all environmental variables other than system size and damage.

These definitions are very schematic; but they lend themselves readily to being rendered quanti-

tative. We offer them here, not as final answers to the problem of relating living systems, engineered

systems, and nice properties, but rather to stimulate further thought and discussion.

Finally, we note that our schematic definitions allow for very many quantitative realizations—

there are many environmental variables to be varied, and many choices of where and how to measure

the finite difference/derivative. We do not however view this as a drawback. In fact, we find the

general unifying notion of insensitivity to be appealing. In this sense, nice properties are not more

difficult to define for engineered systems than for living systems: the latter must simply persist, sur-

vive, reproduce, in the face of the fluctuating environment, while the former must maintain their own

corresponding figures of merit.

3 Data Aggregation

Aggregation is an important service in many distributed systems [62]. It is a common name for a set

of functions that provide a summary of some global system property. In other words, they allow local

access to global information in order to simplify the task of controlling, monitoring and optimization

in distributed applications. Possible aggregation functions include finding extremal values of some

property, computing averages and sums, etc. For example, they can be used to obtain information

such as network size, total free storage, maximum load, average uptime, location and intensity of

hotspots, etc. Furthermore, simple aggregation functions can be used as building blocks to support

more complex protocols. For example, the knowledge of average load in a system can be exploited to

implement near-optimal load-balancing schemes [38].

In this section we introduce a scalable, robust and adaptive protocol for calculating aggregates.

The core of the protocol is a simple generic scheme [37,50] in which aggregation is performed through

periodic local message exchanges between nodes. As we will see later, if the aggregate we would like

to compute is the average then the protocol takes the form of a kind of diffusion. If the aggregate we

are interested in is an extremal value (maximum, minimum) then the protocol takes the form of an
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do forever

wait(δ time units)

q ← GETNEIGHBOR()
send sp to q
sq ← receive(q)

sp ← UPDATE(sp, sq)

(a) active thread

do forever

sq ← receive(*)

send sp to sender(sq)

sp ← UPDATE(sp, sq)

(b) passive thread

Figure 1: Protocol executed by node p.

epidemic algorithm. In sum, the primitive building blocks we will apply from Section 2.3 are diffusion

and replication. We will mainly focus on average calculation in the present discussion.

There are a number of general purpose systems for aggregation, the best known of which is Astro-

labe [63]. In these systems, a hierarchical architecture is deployed which reduces the cost of finding

the aggregates and enables the execution of complex database queries. However, maintenance of the

hierarchical topology introduces additional overhead, which can be significant if the environment is

very dynamic.

Kempe et al. [40] propose an aggregation protocol similar to ours, based on gossiping and tailored

to work on random topologies. Apart from some minor technical details, that allow our system to

work in networks characterized by weak connectivity, the main difference is the that their discussion is

limited to theoretical analysis, while we consider the practical details needed for a real implementation

and evaluate our protocol in unreliable and dynamic environments.

3.1 The Basic Protocol

Each node in the network holds a numeric value. In a practical setting, this value can characterize any

(dynamic) aspect of the node or its environment (e.g., the load at the node, temperature monitored

by a sensor network). The task of a proactive protocol is to continously provide all nodes with an

up-to-date estimate of an aggregate function, computed over the values held by the nodes.

Our basic aggregation protocol is based on a push-pull gossiping scheme shown in Figure 1. Each

node p executes two different threads. The active thread periodically initiates an information exchange

with a peer node q selected randomly among its neighbors, by sending q a message containing the local

state sp and waiting for a response with the remote state sq. The passive thread waits for messages

sent by an initiator and replies with the local state. The term push-pull refers to the fact that each

information exchange is performed in a symmetric manner: both peers send and receive their states.

Even though the system is not synchronous, we find it convenient to describe the protocol execution

in terms of consecutive real time intervals of length δ called cycles that are enumerated starting from

some convenient point.

Method UPDATE builds a new local state based on the previous one and the remote state received

during the information exchange. The output of UPDATE depends on the specific function being imple-

mented by the protocol. For example, to implement AVERAGE, each node stores a single numeric value

representing the current estimate of the aggregation output. Each node initializes the estimate with the

local value it holds. Method UPDATE(sp, sq), where sp and sq are the estimates exchanged by p and q,

returns (sp + sq)/2. After one exchange, the sum of the two local estimates remains unchanged since

method UPDATE simply distributes the initial sum equally among the two peers. So, the operation does

not change the global average either; it only decreases the variance over all the estimates.

Aggregates other than the average can also be computed. For example, for calculating the maxi-

mum, UPDATE returns the maximum of its parameters. As a result, the maximal value will be broadcast
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Figure 2: Behavior of protocol AVERAGE.

to all nodes in an epidemic fashion. Other aggregates are described in [37, 50]. From now on we re-

strict our discussion to average calculation.

It is easy to see that the value at each node will converge to the true global average, as long as the

underlying overlay network remains connected. In our previous work [37], we presented analytical

results for the convergence speed of the averaging protocol. Let σ2
i be the empirical variance of

the local estimates at cycle i. The convergence factor ρi, with i ≥ 1, characterizes the speed of

convergence for the aggregation protocol and is defined as ρi = E(σ2
i )/E(σ2

i−1). In other words,

it describes how fast the variance of the estimates decreases. If the (connected) overlay network

topology is sufficiently random, it is possible to show that for i ≥ 1, ρi ≈ 1/(2
√

e). In other words,

each cycle of the protocol reduces the expected variance of the local estimates by a factor 2
√

e. From

this result, it is clear that the protocol converges exponentially and very high precision estimates of

the true average can be achieved in only a few cycles, irrespective of the network size, confirming

the extreme scalability of our protocol. In other words, we can say that the convergence factor is

completely insensitive to network size.

Figure 2 illustrates the behavior of the protocol. The AVERAGE protocol was run on a simulated

network composed of 105 nodes connected through a regular random overlay network, where each

node knows exactly 20 neighbors. Initially, a single node has the value 105, while all others have zero

as their local value (so that the global average is 1). We are interested in this peak distribution because

it constitutes a worst-case scenario for averaging, in particular for testing robustness. In the Figure,

results for the first 30 cycles of the protocol are shown. The two curves represent the minimum and

the maximum estimates of the average over all the nodes at the completion of each cycle. The curves

correspond to averages over 50 independent experiments, whose results are shown as individual points

in the figure.

3.2 Experimental Results

To complement the theoretical analysis, we have performed numerous experiments based on simu-

lation. Our goal is to show the scalability and robustness of our approach. Instead of the simple

AVERAGE protocol, we examine the COUNT protocol, that computes the number of nodes present in the

system. The COUNT protocol is in fact average calculation over a special starting set of numbers: if

the initial distribution of local values is such that exactly one node has the value 1 and all the others
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have 0, then running AVERAGE we obtain 1/N ; the network size, N , can be easily deduced from it.

COUNT is more sensitive to failures due to the highly unbalanced initial distribution and thus repre-

sents a worst-case. During the first few cycles, when only a few nodes have a local estimate other

than 0, their removal from the network due to failures can cause the final result of COUNT to diverge

significantly from the actual network size.

Unless stated otherwise, all simulations are performed on networks composed of 105 nodes. The

size estimates and the convergence factor plotted in the figures are those obtained after 30 cycles.

The underlying overlay network used for communication is based on NEWSCAST, a gossip-based pro-

tocol for maintaining random connected topologies. In all figures, 50 individual experiments were

performed for all parameter settings. When the result of each experiment is shown in a figure (e.g., as

a dot) to illustrate the entire distribution, the x-coordinates are shifted by a small random value so as

to separate results having similar y-coordinates.

3.2.1 Scalability and Insensitivity to Underlying Topology

Regarding scalability, we have run COUNT in networks whose size range from 103 to 106 nodes.

Several different underlying topologies have been considered, including the complete graph, random

network, scale-free topology, newscast, and several small-world networks with varying β parameter.

The results are shown in Figure 3. They confirm in case of random topologies, the convergence

factor is indeed independent of the network size, and approximates the 1/(2
√

e) value predicted by

the analysis. Also, as long as it is sufficiently random, the protocol is insensitive to the choice of

underlying topology.

3.2.2 Robustness to Crash Failures

The crash of a node may have several possible effects. If the crashed node had a value smaller than the

actual global average, the estimated average (which should be 1/N ) will increase and consequently

the reported size of the network N will decrease. If the crashed node has a value larger than the
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Figure 4: Effects of node crashes on the COUNT protocol in a NEWSCAST network.

average, the estimated average will decrease and consequently the reported size of the network N will

increase.

The effects of a crash are potentially more damaging in the latter case. The larger the removed

value, the larger the estimated size. At the beginning of an execution, relatively large values are

present, obtained from the first exchanges originated by the initial value 1. These observations are

confirmed by Figure 4(a), that shows the effect of the “sudden death” of 50% of the nodes in a network

of 105 nodes at different cycles. Note that in the first cycles, the effect of crashing may be very harsh:

the estimate can even become infinite (not shown in the figure), if all nodes having a value different

from 0 crash. However, around the tenth cycle the variance is already so small that the damaging

effect of node crashes is practically negligible.

A more realistic scenario is a network subject to churn. Figure 4(b) illustrates the behavior of

aggregation in such a network. Churn is modeled by removing a number of nodes from the network

and substituting them with new nodes at each cycle. In other words, the size of the network is constant,

while its composition is dynamic.

The plotted dots correspond to the average estimate computed over all nodes that still participate in

the protocol after 30 cycles, that is, that were originally part of the system at the beginning. Note that

although the average estimate is plotted over all nodes, in cycle 30 the estimates are practically iden-

tical. Also note that 2,500 nodes crashing in a cycle means that 75% of the nodes ((30 × 2500)/105)

are substituted during an execution, leaving 25% of the nodes that make it until the end.

The figure demonstrates that (even when a large number of nodes are substituted during an ex-

ecution) most of the estimates are included in a reasonable range. The above experiment can be

considered as a worst case analysis since the level of churn was much higher than it could be expected

in a realistic scenario.

3.2.3 Robustness to Communication Failures

Figure 5(a) shows the convergence factor of COUNT in the presence of link failures. Link failure do

not result in any loss of approximation quality or increased unreliability, since no value is lost when
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Figure 5: Effects of communication failures on the COUNT protocol in a NEWSCAST network.

a link is not functioning. On the other hand, an increasing percentage of message losses results in a

proportionally slower convergence, as illustrate by the figure.

Apart from link failures that interrupt communication between two nodes in a symmetric way, it

is also possible that single messages are lost. If the message sent to initiate an exchange is lost, the

final effect is the same as with link failure: the entire exchange is lost, and the convergence process is

just slowed down. But if the message lost is the response to an initiated exchange, the global average

may change (either increasing or decreasing, depending on the value contained in the message).

The effect of message omissions is illustrated in Figure 5(b). The given percentage of all messages

(initiated or response) was dropped. For each experiment, both the maximum and the minimum

estimates over the nodes in the network are shown, represented by the ends of the bars. As can be

seen, when a small percentage of messages are lost, estimations of reasonable quality can be obtained.

Unfortunately, when the number of messages lost is higher, the results provided by aggregation can

be larger or smaller by several orders of magnitude.

3.2.4 Increasing Robustness

To reduce the impact of “unlucky” runs of the aggregation protocol that generate incorrect estimates

due to failures, one possibility is to run multiple concurrent instances of the aggregation protocol.

To test this solution, we have simulated a number t of concurrent instances of the COUNT protocol,

with t varying from 1 to 50. At each node, the t estimates that are obtained after 30 cycles are

ordered. Subsequently, the ⌊t/3⌋ lowest estimates and the ⌊t/3⌋ highest estimates are discarded, and

the reported estimate is given by the average of the remaining results.

Figure 6(a) shows the results obtained by applying this technique in a system where 1000 nodes

per cycle are substituted with new nodes, while Figure 6(b) shows the results in a system where 20%

of the messages are lost.

The results are quite encouraging; by maintaining and exchanging just 20 numerical values (re-

sulting in messages of still only a few hundreds of bytes), the accuracy that may be obtained is very

high, especially considering the hostility of the scenarios tested. It can also be observed that the es-

timate is very consistent over the nodes (the bars are short) in the crash scenario (as predicted by our

theoretical results), and using multiple instances the variance of the estimate over the nodes decreases

significantly even in the message omission scenario, so the estimate is sufficiently representative at
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Figure 6: Effects of failures on protocol COUNT with multiple concurrent instances.

every single node.

4 Search in Unstructured Overlay Networks

In this section we focus on unstructured overlay networks. In these networks the nodes are con-

nected with each other regardless of their content, geographical location, etc, in a random fashion.

Unstructured networks are attractive because of a number of reasons. They are extremely easy to

maintain, they are highly robust to failure and the dynamic changes in the participating nodes (churn).

Besides, search algorithms implemented over unstructured networks support arbitrary keyword based

search [10].

Flooding techniques have generally been used to implement search in unstructured networks. Al-

though, flooding fulfills the criterion of robustness and also information is found very fast, it produces

a huge number of query messages which ultimately overwhelm the entire system—a well known

problem with the first generation Gnutella networks. The alternative—slower but efficient—method

is to perform the search operation using k-random walkers [45]. In this section, we report search al-

gorithms based on proliferation, which produces a comparable number of messages to the k-random

walker algorithm, however, is significantly faster in finding the desired items.

Our algorithm has been inspired by the simple mechanism of the humoral immune system where B

cells upon stimulation by a foreign agent (antigen) undergo proliferation generating antibodies [34],

which–in our terminology—represents a variation on the replication primitive. Proliferation helps

in increasing the number of antibodies which can then efficiently track down the antigens (foreign

bodies). In our problem, the query message is conceived as antibody which is generated by the

node initiating a search whereas antigens are the searched items hosted by other nodes of the overlay

network. Like in the natural immune system, the messages undergo proliferation based upon the

affinity measure between the message and the contents of the node visited which results in an efficient

search mechanism. Additional details have been reported in various conference proceedings [26–30].

12



4.1 System Model

We focus on the two most important aspects of a peer-to-peer system: network topology, and query

and data distribution. For simplicity, we assume the topology and the distributions do not change

during the simulation of our algorithms. For the purpose of our study, if one assumes that the time to

complete a search is short compared to the time of change in network topology and change in query

distribution, results obtained from the fixed settings are indicative of performance in real systems.

Network topology We consider random graphs generated by the Erdős-Rényi model, in which each

possible edge is included with some fixed probability p. The average node degree is therefore Np
where N is the number of nodes, and the node degree follows a Poisson distribution with a very small

variance. Overlay networks that approximate this topology can be maintained by simple distributed

protocols [36]. In the rest of this section we fix the network size to be N = 10000, and the average

degree Np = 4.

Data and query distribution Files are modeled as collections of keywords [43]. Hence the data

distribution is represented in terms of keywords. It is assumed that there are 2000 different keywords

in the system. Each node hosts some keywords. The number of keywords (not necessarily unique) in

each node follows a Poisson distribution with mean 1000. The data profile of a node is represented as

D = {(δ1, n1), (δ2, n2), · · · } where δi is an individual unique keyword and ni indicates the number

of times δi is contained in the node.

The query is a set of keywords Q = {q1, q2, · · · } As of generating queries: for 95% of the cases,

the query length is less than 5, while it is between 6 and 10 in the rest of the cases. In the 95% of the

cases where the query length is less than 5, each length 1 to 5 is equiprobable. This is also true within

the remaining 5% of the cases. The 2000 keywords are distributed in a way such that they follow

Zipf’s distribution [65].

4.2 Algorithms

In this section, we introduce two proliferation based search algorithms. All nodes run exactly the same

algorithm. The search can be initiated from any node in the network. The initiating node sends k ≥ 1
identical query messages to k of its neighbors. When a node receives a query Q, it first calculates the

number of local hits generated by Q as follows. Let us assume that the receiving node has data profile

D and the total number of (not necessarily unique) keywords in D is K =
∑

i ni. The number of hits

is given by

Sm =

K
∑

i=1

‖Q‖
∑

j=1

(qj ⊕ δi)ni (1)

where qj ⊕ δi = 1 if qj = δi, otherwise 0. The number of successful matches calculated this way is

then recorded to calculate search statistics.

Subsequently, the node processing the query forwards the same query to some of its neighbors.

The exact way in which the forwarding is implemented differs in the case of the different algorithm

variants:

Random walk (RW) The received query is forwarded to a random neighbor.

Proliferation (P) In the proliferation scheme, the queries possibly undergo proliferation at each node

they visit, that is, they might be forwarded to several neighbors. The node first calculates the

number of messages it needs to forward (ηp) using a proliferation controlling function to be
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described below. The function determining the value of ηp ensures that ηp is less than the

number of neighbors of the node.

All forwarding approaches have a corresponding restricted version. Restricted forwarding means

that the copies of the query to be forwarded are sent to “free” neighbors only. By “free”, we mean

that the respective neighbors have not been previously visited by the same query. The idea behind

this restriction is that this way we can minimize redundant network utilization. If the number of free

neighbors is less than the number of query-copies, then only the free neighbors will receive a copy.

However, if there is no free neighbor at all, one copy of the query is forwarded to a single random

neighbor. The restricted versions of the above protocols will be called restricted random walk (RRW)

and restricted proliferation (RP).

Let us now define how the number of copies is calculated in the proliferation scheme. The pro-

liferation of queries at a node is heavily dependent on the similarity between the query and the data

profile of the node in question. We define the measure of similarity between the data profile D of

the node and a query Q as Sm/K where where the value of Sm is calculated through (1) and K is

defined as in (1). Note that 0 ≤ Sm/K ≤ 1. The number of copies to be forwarded is defined as

ηp = 1 +
Sm

K
(η − 1)ρ (2)

where η represents the number of neighbors the particular node has, ρ(≤ 1) is the proliferation con-

stant (ρ = 0.5 in all our experiments). The above formula ensures that 1 < ηp ≤ η.

4.3 Experimental Results

In this section we compare random walk and proliferation. The overlay network and the query and

data distributions are described in Section 4.1. The experiments focus on efficiency aspects of the

algorithms, and use the following simple metrics that reflect the fundamental properties of the algo-

rithms:

Network Coverage The amount of time required to cover (visit) a given percentage of the network.

Search Efficiency The number of similar items found by the query messages within a given time

period.

Both proliferation and random walk algorithms are distributed in nature and the nodes perform

the task independently of the others. However, to assess the speed and efficiency of the algorithm, we

have to ensure some sort of synchronous operation among the peers. To this end, we require all nodes

to execute the algorithm exactly once in a fixed time interval thereby defining cycles of the system as a

whole. That is, if a node has some messages in its message queue, it will process one message within

one cycle, which includes calculating the number of hits and forwarding the copies of the query. The

interpretation of cycle is very similar to the other applications presented throughout the paper. The

order of execution of the nodes during one cycle is arbitrary. The length of the message queue is

considered unbounded.

To ensure fair comparison among all the processes, we must ensure that each protocol is assigned

the same “power”. To provide fairness for comparison of the proliferation algorithms with the random

walk, we ensure that the total number of transmitted query messages is the same in all the cases (apart

from integer rounding). Query transmissions determine the cost of the search; too many messages

cause network clogging bringing down the efficiency of the system as a whole. It can be seen that the

number of transmitted messages increases in the proliferation algorithms over time, while it remains

constant in the case of random walk algorithms. Therefore, while performing a particular experiment,

the initial number of messages k in all the protocols is chosen in a fashion so that the aggregate
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Figure 7: Experimental results on network coverage (a) and search efficiency (b).

number of message transmissions used by both random walk and proliferation is the same. Parameter

k is set to be the out-degree of the initiating node for proliferation, and for the rest of the algorithms

it is calculated based on the above considerations. To ensure fairness in “power” between the two

proliferation algorithms P and RP, we keep the proliferation constant ρ and the value of k the same

for both algorithms.

4.3.1 Network Coverage

Here we are interested in how efficiently do the protocols reach a given proportion of the network. We

ran all the protocols 1000 times from randomly selected starting nodes, and for all percentage values

shown in Figure 7(a) we calculated the average number of cycles needed to visit that percentage of

the nodes. The fairness criterion was applied as follows: first proliferation is run with k being set

to the out-degree of the initiating node, until it covers the network (say, in nc cycles) and the overall

number of messages transferred is calculated (say, nm). Parameter k for the random walker is then

initialized to be k = nm/nc. The random walker is then run until it covers the network. Note that it

typically needs more cycles than proliferation, so in fact we have a slight bias in favor of the random

walker, because (especially in the initial phase) it is allowed to transfer much more messages than

proliferation.

In figure 7(a) it is seen that P and RP need an almost identical number of cycles to cover the

network. It is, however, much less than that needed by RRW and RW. Algorithm RRW is much more

efficient than RW. Simple proliferation (run with the same proliferation constant ρ as RP), produces

much more messages than RP (not shown). So, although P and RP produce similar results in terms

of the number of cycles, we can conclude that the restricted version of both the random walk and

proliferation algorithms is more efficient.

4.3.2 Search Efficiency

Since we have seen that in both cases the restricted versions are more efficient, we focus only on the

restricted variants: RRW and RP. To compare the search efficiency of RP and RRW, we performed

100 individual searches for both protocols to collect statistics. We repeated this 100 times, resulting

in 100000 searches performed in total. In each experiment a search is started from a random node and

15



run for 50 cycles. Apart from a different k parameter (set based on the fairness criterion described

above), the two protocols are run over the same system, starting from the same node with the same

query.

We call one set of 100 experiments (used to calculate statistics) a generation. that is, each gener-

ation consist of 100 searches. In each search, we collect all the hits in the system, summing up the

number of hits (Sm) at all the nodes (calculated according to (1)) over the 50 cycles. The value of the

success rate, S, is the average of the number of hits over the 100 searches in a generation.

Figure 7(b) shows S for all generations for RP and RRW. In this figure, we see that the search

results for both RP and RRW show fluctuations. The fluctuations occur due to the difference in the

availability of the searched items selected at each generation. However, we see that on the average,

search efficiency of RP is almost 50% higher than that of RRW. (For RP, the number of hits is approx-

imately 5 · 105, while it is 3.2 · 105 for RRW.)

4.4 Discussion

In this section, we have presented experimental results showing that the simple immune-system in-

spired concept of proliferation can be used to search more effectively than random walk. The main

reason for this is that proliferation is a more cost-effective way of covering large portions of the net-

work. This feature also makes us believe that the approach can be successfully applied for not only

search but also application level broadcasting and multicasting.

In [26] we have also derived a theoretical explanation of the performance of the proliferation al-

gorithm. The theoretical work is still ongoing. We believe the next challenge is to define an efficient

flooding mechanism, a mechanism which will not generate a huge number of messages like traditional

flooding but will have comparable speed. Speaking more quantitatively, it can be shown that a (mul-

tiple or single) random walk requires O(td) time to cover a d-dimensional grid network if flooding

takes O(t) time [64]. Our goal is to design proliferation schemes which will take only O(t2) time, yet

will use a much lower number of message packets than flooding.

5 Routing in Mobile Ad Hoc Networks

Routing is the task of directing data flows from sources to destinations maximizing network perfor-

mance. This is particularly difficult in MANETs due to the constant changes in network topology

and the fact that the shared wireless medium is unreliable and provides limited bandwidth. These

challenges mean that MANET routing algorithms should be highly adaptive and robust and work in a

distributed way, while in the same time they should be efficient with respect to bandwidth use. Such

properties can be expected to result from the implementation of the biological functions described

earlier. In particular, we use stigmergy and learning through reinforcements, taking inspiration from

the foraging behavior of ants which allows the colony to find the shortest path between the nest and a

food source [8]. The main catalyst of this behavior is the use of a volatile chemical substance called

pheromone, which acts as a stigmergic variable: ants moving between their nest and a food source

deposit pheromone, and preferentially move towards areas of higher pheromone intensity. Shorter

paths can be completed quicker and more frequently by the ants, and are therefore marked with higher

pheromone intensity. These paths then attract more ants, which in turn increases the pheromone level,

finally allowing the colony as a whole to converge onto the shortest path. The ant colony foraging

behavior has attracted attention as a framework for (distributed) optimization, and has been reverse-

engineered in the context of Ant Colony Optimization [19]. In particular, it was the inspiration for a

number of adaptive routing algorithms for communications networks, such as AntNet [14] (see [13]

for an overview). In what follows, we describe a new MANET routing algorithm, called AntHoc-

Net [16,22]., which implements stigmergy and learning through reinforcements modeled after the ant

behavior, as well as a diffusion function.
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5.1 Description of the algorithm

MANET routing algorithms are usually classified according to whether they are proactive or reac-

tive [57]. Purely proactive algorithms, such as DSDV [53], try to maintain routes between all pairs

of nodes at all times. Purely reactive algorithms, such as AODV [54] only gather routing information

when a data session to a new destination is started, or when a route which is in use fails. Reactive

algorithms are in general more efficient and scalable [7] since they reduce routing overhead, but they

are less adaptive since they only obtain information when it is strictly necessary. In practice, many

algorithms are hybrid (e.g. ZRP [31]), using both proactive and reactive components. AntHocNet is a

hybrid algorithm: it is reactive in the sense that nodes only gather routing information for destinations

which they are currently communicating with, while it is proactive because nodes try to maintain and

improve routing information as long as communication is going on. We therefore make a distinction

between the path setup, which is the reactive mechanism to obtain initial routing information about a

destination, and path maintenance and improvement, which is the normal mode of operation during

the course of a session and serves to proactively adapt to network changes. The hybrid architecture

is needed to improve efficiency, which is crucial in MANETs. The main mechanism to obtain and

maintain routing information is a stigmergic learning process: nodes send out ant-like agents which

sample and reinforce good paths to their assigned destination. Routing information is kept in arrays

of stigmergic variables, called pheromone tables, which are followed and updated by the ant agents.

This mechanism is further supported by a diffusion process: the routing information obtained via stig-

mergic learning is spread between the nodes of the MANET to provide secondary guidance for the

learning agents. Data packets are routed stochastically according to the learned pheromone tables.

Link failures are dealt with using a local path repair process or via notification messages. In the fol-

lowing we provide a concise description each of the algorithm’s components. A detailed description

and evaluation of AntHocNet can be found in [16, 17, 22].

5.1.1 Routing tables as stigmergic variables

We adopt the datagram model of IP networks, where paths are expressed in the form of routing tables

kept locally at each node. In AntHocNet, a routing table T i at node i is a matrix, where each entry

T i
nd ∈ R of the table is a value indicating the estimated goodness of going from i over neighbor n to

reach destination d. Goodness is a combined measure of path end-to-end delay and number of hops.

These values play the role of stigmergic variables in the distributed reinforcement learning process:

they are followed by ant agents which sample paths to a given destination, and are in turn updated

by ants according to the estimated goodness of the sampled paths (see 5.1.2). The routing tables are

therefore termed pheromone tables. Since AntHocNet only maintains information about destinations

which are active in a communication session, and the neighbors of a node change continually, the

filling of the pheromone tables is sparse and dynamic. The learned pheromone tables are used to route

data packets in a stochastic forwarding process (see 5.1.4).

5.1.2 Reactive path setup

When a source node s starts a communication session with a destination node d, and it does not have

routing information for d available, it broadcasts a reactive forward ant. At each node, the ant is either

unicast or broadcast, according to whether or not the current node has routing information for d. If

pheromone information is available, the ant chooses its next hop n with the probability Pnd which

depends on the relative goodness of n as a next hop, expressed in the pheromone variable T i
nd:

Pnd =
(T i

nd)
β

∑

j∈N i

d

(T i
jd)

β
, β ≥ 1, (3)
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where N i
d is the set of neighbors of i over which a path to d is known, and β is a parameter value

which controls the exploratory behavior of the ants. If no pheromone information is available, the

ant is broadcast. Due to subsequent broadcasts, many duplicate copies of the same ant travel to the

destination. A node which receives multiple copies of the same ant only accepts the first and discards

the other. This way, only one path is set up initially. Later, during the course of the communica-

tion session, more paths are added via the proactive path exploration and maintenance mechanism to

provide a mesh of multiple paths for data forwarding.

Each forward ant keeps a list P = [1, 2, . . . , d] of the nodes it has visited. Upon arrival at the

destination d, it is converted into a backward ant, which travels back to the source retracing P. At

each intermediate node i ∈ P (i < d), the backward ant reads a locally maintained estimate T̂ i
i+1

of the time it takes to reach the neighbor i + 1 the ant is coming from. The time T̂ i
d it would take

a data packet to reach d from i over P is calculated incrementally as the sum of the local estimates

T̂ j
j+1

gathered by the ant between i and d. A pheromone value is a goodness measure, expressed as an

inverted cost, that takes into account both end-to-end delay and number of hops. It has the dimension

of an inverted time. Therefore, to calculate the pheromone update value τ i
d, we combine the estimated

delay T̂ i
d with the number of hops to the destination h as follows:

τ i
d =

(

T̂ i
d + hThop

2

)−1

, (4)

where Thop is a fixed value representing the time to take one hop in unloaded conditions. Defining τ i
d

like this is a way to avoid possibly large oscillations in the time estimates gathered by the ants (e.g.,

due to local bursts of traffic) and to take into account both end-to-end delay and number of hops. The

value of T i
nd is updated as follows:

T i
nd = γT i

nd + (1− γ)τ i
d, γ ∈ [0, 1]. (5)

Once the backward ant makes it back to the source, a full path is set up and the source can start sending

data. If the backward ant for some reason does not arrive, a timer will run out at the source, and the

whole process is started again.

5.1.3 Proactive path maintenance and exploration

During the course of a communication session, source nodes send out proactive forward ants to up-

date the information about currently used paths and to try to find new and better paths. They follow

pheromone and update routing tables in the same way as reactive forward ants. Such continuous sam-

pling of paths and pheromone updating by ants is the typical mode of operation in ant inspired routing

algorithms. However, in MANET environments, characterized by constant changes, the needed ant

sending frequency is quite high, so that the process gets in conflict with the typically limited bandwidth

in such networks. Moreover, to find entirely new paths, too much blind exploration through random

walks or broadcasts would be needed, again leading to excessive bandwidth consumption. Therefore,

we introduce at this point a supporting diffusion function which allows to spread pheromone informa-

tion over the network. This process provides a second way of updating pheromone information about

existing paths, and can give information to guide exploratory behavior.

The pheromone diffusion function is implemented using short messages, passed periodically and

asynchronously by the nodes to all their neighbors via a broadcast. In these messages, the sending

node n places a list of destinations it has information about, including for each of these destinations d
the best pheromone value T n

m∗d,m
∗ ∈ N n

d , which n has available for d. A node i receiving the message

from n first of all updates its view, indicating that n is its neighbor. Then, for each destination d listed

in the message, it can derive an estimate of the goodness of going from i to d over n, combining the
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cost of hopping from i to n with the reported pheromone value T n
m∗d. We call the obtained estimate

the bootstrapped pheromone variable Bi
nd, since it is built up using an estimate which is non-local to

i. This bootstrapped pheromone variable can in turn be forwarded in the next message sent out by

n, giving rise to a bootstrapped pheromone field over the MANET. This sort of process is typical for

Bellman-Ford routing algorithms, which are based on dynamic programming approaches [5].

Bootstrapped pheromone is used directly for the maintenance of existing paths. If i already has

a pheromone entry T i
nd in its routing table for destination d going over neighbor n, Bi

nd is treated

as an update of the goodness estimate of this path, and is used directly to replace T i
nd. Due to the

slow multi-step forwarding of bootstrapped pheromone, this information does not provide the most

accurate view of the current situation. However, it is obtained via a lightweight, efficient process, and

is complemented by the explicit path updating done by the ants. In this way we have two updating

frequencies in the path maintenance process.

For path exploration, bootstrapped pheromone is used indirectly. If i does not yet have a value for

T i
nd in its routing table, Bi

nd could indicate a possible new path from i to d over n. However, this path

has never been sampled explicitly by an ant, and due to the slow multi-step pheromone bootstrapping

process it could contain undetected loops or dangling links. It is therefore not used directly for data

forwarding. It is seen as a sort of virtual pheromone, which needs to be tested. Proactive forward

ants will use both the regular and the virtual pheromone on their way to the destination, so that they

can test the proposed new paths. This way, promising virtual pheromone is investigated, and if the

investigation is successful it is turned into a regular path which can be used for data. This increases

the number of paths available for data routing, which grows to a full mesh, and allows the algorithm

to exploit new routing opportunities in the ever changing topology.

5.1.4 Stochastic data routing

Data are forwarded according to the values of the pheromone entries. Nodes in AntHocNet forward

data stochastically. When a node has multiple next hops for the destination d of the data, it randomly

selects one of them, with probability Pnd. Pnd is calculated in the same way as for reactive forward

ants, using equation 3. However, a higher value for the exponent β is used in order to be greedy

with respect to the better paths. According to this strategy, we do not have to choose a priori how

many paths to use: their number will be automatically selected in function of their quality. The

probabilistic routing strategy leads to data load spreading according to the estimated quality of the

paths. If estimates are kept up-to-date, this leads to automatic load balancing. When a path is clearly

worse than others, it will be avoided, and its congestion will be relieved. Other paths will get more

traffic, leading to higher congestion, which will make their end-to-end delay increase. By adapting

the data traffic, the nodes spread the data load evenly over the network.

5.1.5 Link failures

Nodes can detect link failures (e.g., a neighbor has moved away) when unicast transmissions fail,

or when expected periodic pheromone diffusion messages were not received. When a neighbor is

assumed to have disappeared, the node takes a number of actions. In the first place, it removes the

neighbor from its view and all associated entries from its pheromone table. Next, the node starts a

diffusion process to notify other nodes of the changed situation. The diffused message contains a list

of the destinations to which the node lost its best path, and the new best pheromone to this destination

(if it still has entries for the destination). All its neighbors receive the message and update their

pheromone table using the new estimates. If they in turn lost their best only path to a destination, they

will pass the updated message on to their neighbors, until all concerned nodes are notified of the new

situation.

If the link failure was detected via the failed transmission of a data packet, and the node has no
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further paths available for the destination of this packet, the node starts a local route repair. The

node broadcasts a route repair ant that travels to the involved destination like a reactive forward

ant: it follows available routing information when it can, and is broadcast otherwise. One important

difference is that it has a restricted number of broadcasts so that its proliferation is limited. If the local

repair fails, the node starts a new diffusion process to notify other nodes.

5.2 Experimental results

AntHocNet’s performance was evaluated in an extensive set of simulation tests using QualNet [58],

a commercial simulation packet. We studied the behavior of the algorithm under different conditions

for network size, connectivity and change rate, radio channel capacity, data traffic patterns, and node

mobility. Performance was measured in terms of data delivery ratio, end-to-end packet delay and delay

jitter as measures of effectiveness, and routing overhead in number of control packets per successfully

delivered data packet as measure of efficiency. In addition to these traditional evaluation metrics we

also measured other important properties such as scalability, adaptivity and robustness. We present a

representative subset of the results of these simulation tests. For the complete set of results we refer

to other publications about the algorithm [15–17, 21, 22].

The MANET scenarios used in the tests reported on here were all derived from the same base

scenario. In this scenario, 100 nodes are randomly placed in an area of 3000 × 1000 m2. Each

experiment is run for 900 seconds. Data traffic is generated by 20 constant bit rate (CBR) sources

sending one 64-byte packet per second. Each source starts sending at a random time between 0 and

180 seconds after the start of the simulation, and keeps sending until the end. A two-ray pathloss

model is used in the radio propagation model. The radio range of the nodes is 300 meters, and the

data rate is 2 Mbit/s. At the MAC layer we use the IEEE 802.11b DCF protocol as is common

practice in MANET research. The nodes move according to the random waypoint (RWP) mobility

model [39]: they choose a random destination point and a random speed, move to the chosen point

with the chosen speed, and rest there for a fixed amount of pause time before they choose a new

destination and speed. The speed is chosen between 0 and 20 m/s, and the pause time is 30 seconds.

To assess the performance of our algorithm relative to the state-of-the-art in the field, we compare

each time to Ad-hoc On-demand Distance Vector routing (AODV) [54], a de facto standard algorithm

and commonly used in comparative studies.

In a first set of experiments we vary the pause time between 0 and 480 seconds. Higher pause

time means lower mobility, but also lower connectivity (due to specific properties of RWP mobility,

see [6]). The results of these tests are presented in Figures 8 (average delay and delivery ratio) and 9

(average jitter and overhead). AntHocNet shows much better effectiveness than AODV, in terms of

average delay, delivery ratio and jitter. AODV has better efficiency, measured as routing overhead,

but the difference is rather small. The bad performance for high pause times are due to the reduced

connectivity. In a second set of experiments, we increase the number of nodes, from 100 to 800 nodes.

The MANET area was increased accordingly, to keep the node density constant. The results are pre-

sented in Figures 10 and 11. We can see that AntHocNet’s advantage for all measures of effectiveness

grows for larger networks. This is an indication that it is a scalable algorithm. Also in terms of effi-

ciency, AntHocNet seems to be scalable: while its overhead is comparable to that of AODV for small

networks, it increases less fast and is much lower than AODV’s for the larger networks.

6 Related Work

Since work related to the individual applications presented in the paper was discussed in the corre-

sponding sections, here we focus on the role of biological inspiration in computer science in general.

Seeking inspiration from nature for solving problems from computer science has a long history.

There are several established and active research communities organized around powerful metaphors.
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Figure 8: Average delay (left) and delivery ratio (right) for increasing pause times
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Figure 9: Average jitter (left) and routing overhead (right) for increasing pause times

Examples include evolutionary computing [23], ant colony optimization [20], artificial life [42], ar-

tificial immune systems [12], artificial neural networks [32], cellular automata [33], DNA comput-

ing [56] and membrane computing [55]. These communities are focused on both understanding the

corresponding metaphor, motivated by their “nice properties”, and on applications of the metaphor to

solve computational problems.

On the other hand, the distributed systems engineering community has turned to biological analo-

gies recently as well, from the opposite direction, starting from problems and identifying a range

of natural systems as possible sources for solutions. IBM’s autonomic computing initiative [41] has

found many followers. The basic idea is to use the autonomic nervous system as a metaphor. Most

importantly, the autonomic nervous system regulates many functions of the body without conscious

intervention, hiding the details from the “user”, that is, our conscious self. Besides, the idea of building

computer systems using ideas from emergence and self-organization is also gaining momentum [18].

Other lines of research similar to our approach include amorphous computing [1] and several ideas

based on various complex adaptive systems [59].
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Figure 10: Average delay (left) and delivery ratio (right) for an increasing number of nodes
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Figure 11: Average jitter (left) and routing overhead (right) for an increasing number of nodes

7 Discussion and Conclusions

In this paper we proposed a simple conceptual framework that facilitates the adoption of biology-

inspired ideas in distributed systems engineering. The framework is aimed at capturing primitive

communication strategies of biological systems by expressing ideas in terms of a restricted communi-

cation topology of a large set of simple components, along with the definition of the local communi-

cation scheme on top of the topology, the function of the components, examples from biology and the

expected global outcome (or function).

These strategies are not unlike design patterns familiar from software engineering [25]. They

allow the translation of ideas from a large number of seemingly different biological systems to the

same language, and they allow for the specialization and customization of these ideas for application

in distributed systems. The patterns can be considered as a middle layer of abstraction between

biological systems and computer systems. Ideas expressed in this layer are more abstract than actual

biological systems. They typically generalize some common “idea” of a diverse set of biological and

sometimes even social systems. These abstract ideas can in turn be specialized again for application

in distributed systems, typically combined with other design patterns.

We have described a number of design patterns such as diffusion, replication, chemotaxis, stig-

mergy and reaction diffusion. We have described in detail three applications that are based on these
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design patters: aggregation (based on diffusion), search (based on replication) and routing (based on

stigmergy). These applications have been presented in detail, however, a few more applications have

also been developed. We describe them here briefly:

load balancing We have proposed a load balancing scheme based on the idea of chemotaxis, where

load balancing is carried out by a relatively slow diffusion process guided by a relatively fast

“signal”, that is emitted by the load. That is, high load emits a signal that defines a gradient over

the communication topology along which load can be intelligently transferred towards regions

with low load. We discuss this protocol in detail in [9] where we show that the chemotactic sig-

naling mechanism indeed results in a significant improvement in load balancing performance

w.r.t. plain diffusion (a well-known approach to load balancing), and that the protocol is insen-

sitive to a wide range of environmental parameters.

power optimization in MANETs We have proposed distributed protocols for the problem of assign-

ing transmission powers to the nodes of a wireless network in such a way that all the nodes are

connected by bidirectional links, and the total power consumption is minimized. This problem

is important since nodes are usually equipped with batteries with a very limited lifetime. The

new distributed protocols [47, 48] implement state-of-the-art centralized techniques for power

minimization [46,49] in a local, distributed fashion. The use of these distributed protocols lead

to a system where the optimization of the global network emerges as a result of the behavior

of local nodes, each one carrying out a myopic, local optimization and exchanging information

with the other nodes through a reaction/diffusion mechanism.

unstructured overlay topology management We have proposed protocols that can maintain a ran-

dom network in the face of extreme circumstances such as catastrophic failures, and extremely

high churn [36]. This topology can be used as a basis for many other protocols, in particular, all

protocols that need to communicate regularly with random peers from the network such as the

protocols for aggregation, load balancing and search presented in this paper. The underlying

idea here is replication.

structured overlay topology management Most peer-to-peer applications require some special overly

topology such as semantic or geographical proximity, or sorting according to some property of

the nodes or according to abstract keys. The T-MAN protocol [35] offers a solution to this prob-

lem, based on the idea of adhesion. The basic idea of adhesion is that cells preferentially select

some other cells to be their neighbors, based on some markers. Combined with a stochastic

“cooling” process, the cell adhesion model can explain pattern formation.

The goal of the identification and application of design patterns from biology is the promise that

we can replicate the scalability, robustness and adaptivity of biological systems. Having carefully

evaluated the performance of the proposed applications, we can conclude that they indeed inherit

some of these “nice properties” of the underlying abstract ideas they are based on.

However, a large number of open questions remain. In particular, along the specialization process,

when we apply a pattern in a specific network topology possibly under some specific constraints, we

need to understand well how the given idea depends on these environment variables. The identification

of simple patterns makes it possible to analyze these ideas at a high-enough level of abstraction,

opening up many promising new research directions.
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